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Abstract

By definition, web-services composition works on developing merely optimum coordination among
a number of available web-services to provide a new composed web-service intended to satisfy some
users requirements for which a single web service is not (good) enough. In this article, the formu-
lation of the automatic web-services composition is proposed as several set-cover problems and an
approximation algorithm has been exploited to solve them. In proposed method, the web-service
composition has been carried out within two main phases, the top-down expansion of the composi-
tion tree, and the production of composed service by bottom-up traversal of composition tree. In
the first phase, the production of a composition tree (similar to the production of tree in problem-
solving by searching) is proposed by starting from the output or post-conditions of the requested
service towards its input or pre-conditions. Each node or state of the tree is a set of inputs and/or
outputs or conditions, and services as tree edges illustrate the transition from one node to another.
In the second phase, finding the path from the leaves of the produced composition tree to the root
is considered equal to reaching the output of requested service, and this path specifies the involved
services and the composition plan. The requested service input set determines the available leaves
of the composition tree. To achieve each non-leaf node of the tree, a set-cover problem is produced
and solved using a greedy approximation algorithm. If the production and solving of the set-cover
problems continues hierarchically until it reaches the root node, the composition plan and cost of the
required composition service will be specified. The main focus of this research is the joint sequential
and parallel composition with the aim of producing near-optimal and QoS-aware composed services.

Keywords: Web Services, Composed Services, Set-cover Problem, Approximation Algorithm.
2010 MSC: 76T20

∗Corresponding Author: Saeed Araban

Received: February 2020 Revised: October 2020

http://dx.doi.org/10.22075/ijnaa.2021.4664


88 Khani Dehnoi, Araban

1. Introduction

One of the greatest potential abilities of service technology that should be considered is the inter-
operability between services within or outside the boundaries of the service owner organization. If a
service calls other services to perform its functional tasks, the caller service is called the composed
service, and the called services are called the basic services. To increase functionality, a composed
service is not dependent on the basic services. Since a composed service may invoke other services
from heterogeneous systems to perform its tasks, it must be able to deal with various problems such
as inconsistency in data pattern, incompatibility in transactions, sequencing constraints in invoking
the operations and the security of distributed systems.

2. Literature review

Web-services composition is defined as developing merely optimum coordination among a number
of available web-services to provide a new composed web-service intended to satisfy some users
requirements for which a single web service is not (good) enough. An important goal of web-service
composition is to achieve maximum flexibility in adapting dynamically to an environment in which
the available services (whether simple or composed services) are constantly changing in terms of
availability, load balancing or application.

2.1. Composed Service Plan

Generally, the composed service plan is produced by two types of methods[1], [2]:

1. Workflow techniques

2. AI (Artificial Intelligence) planning techniques

The workflow techniques consider a composed service as a set of irresolvable (atomic) services along
with a workflow that includes the data flow and the flow of control of the execution of the involved
services. The workflow techniques provide some automatic methods for binding abstract roles to the
actual and objective sources or services.
On the other hand, the production of a composed service plan can be based on the AI planning. In
these methods, it is assumed that each service can be defined and identified by preconditions and its
executional effects on the environment. Therefore, a plan or process can be generated automatically
using AI planning methods, without having any predefined knowledge of workflow. The production
of the composed service plan in the method proposed in this article is based on AI planning.

2.2. Composed Service Execution

Composed web-services are usually executed by either of two strategies: Orchestration or Choreog-
raphy.
In Orchestration, a coordinator, that itself can be a service, controls and coordinates the services
involved in the composition. In this method, the services involved in the composition should not
be aware that they are parts of a higher-level business process. The central coordinator should be
aware of the overall purpose of the process, definitions of the roles, and the order of employing of
the web-services involved in the composition.
By contrast, Choreography acts without a central process. In the absence of coordinator, any service
involved in the composition operation knows when it should collaborate and with which service it
should interact. The collaboration is done based on message reciprocation. Every service involved in
the composition should be aware of the general business process (the task of the composed service),
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the jobs to be done, the messages to be passed, and the schedule for message passing processes
[1], [3]. The execution of the composed service in the proposed method in this article is based on
Orchestration.

2.3. Automatic Web-Services Composition

Automatic web-services composition is when generation of the composition chain is done at runtime
(on the fly) without any manual interference. In this methods, a service request including the
characteristics of the requested service would cause the generation of a service consisting of several
components which has not been existed before the request. In other words, in this method, any
query instead of being just a contact solicitation for an interface would be considered as a request for
a composed system[2], [4]. The method proposed in this article provides an automatic composition
of web-services.

2.4. Static or Dynamic Web-Services Composition

From one viewpoint, the methods of web-services composition can be classified into two general di-
visions, static and dynamic. In static web-services composition, the information of available services
which can be used in the composition should be prepared and collected before starting the com-
position operation. Considering the great number of services and the fact that they get frequent
updates by the providers in terms of updating existing services as well as adding new services to the
community, collecting information about available services for the composition operation is the main
issue for these methods. Therefore, the static methods for the services composition always have an
internal inflexibility. Also, due to inability regarding the load balance in the partner services in the
composition, scalability has some restrictions using these methods.
In dynamic web-services composition, the composition plan is formed based on the present state
of the web world; as a result, it is not necessary to collect comprehensively the information of all
available services before the composition operation. The method presented in this article addresses
the dynamic web-services composition.

2.5. Quality-Aware Web-Services Composition

In addition to the functional specification, web-services are also known by their non-functional at-
tributes usually referred as Quality of Services (QoS) attributes. The importance of QoS attributes
shows itself where among several services which are equal in functionality, the chosen one is the most
satisfactory regarding the QoS preferences of the customer. If QoS parameters are the criteria for
web-service selection in composition process, it will be QoS-aware web-services composition. The
method proposed in this article addresses the QoS-aware web services discovery and composition.

2.6. Sequential and/or Parallel Web-Services Composition

If the functional requirements of the requested composed service can be achieved by consecutive
application of two or several services, it will be chain or sequential composition of web-services
(Figure 1).
On the other hand, if a part of the functional requirements of the requested service is met by
employing one service and another part of its requirements is met by employing one or several other
services, the composition is parallel (Figure 2).
The plan of a composed web-service can be described at several sequential and parallel levels (Figure
3).
Most automatic web-services composition methods have addressed the sequential composition of web-
services [5]–[7], but there have also been efforts for the parallel web-services composition [8], [9]. In



90 Khani Dehnoi, Araban

 

Figure 1: Sequential web-services composition 

On the other hand, if a part of the functional requirements of the requested service is met 

by employing one service and another part of its requirements is met by employing one or 

several other services, the composition is parallel (Figure 2). 

 

Figure 2: Parallel web-services composition 

The plan of a composed web-service can be described at several sequential and parallel 

levels (Figure 3). 

 

Figure 3: A sequential layer and a parallel layer of web-Services composition 

Most automatic web-services composition methods have addressed the sequential 

composition of web-services [5]–[7], but there have also been efforts for the parallel web-

services composition  [8], [9]. In the proposed solution in this article, the possibility of 

automatic parallel and sequential composition of services has simultaneously been 

considered. 

Figure 1: Sequential web-services composition

 

Figure 1: Sequential web-services composition 

On the other hand, if a part of the functional requirements of the requested service is met 

by employing one service and another part of its requirements is met by employing one or 

several other services, the composition is parallel (Figure 2). 

 

Figure 2: Parallel web-services composition 

The plan of a composed web-service can be described at several sequential and parallel 

levels (Figure 3). 

 

Figure 3: A sequential layer and a parallel layer of web-Services composition 

Most automatic web-services composition methods have addressed the sequential 

composition of web-services [5]–[7], but there have also been efforts for the parallel web-

services composition  [8], [9]. In the proposed solution in this article, the possibility of 

automatic parallel and sequential composition of services has simultaneously been 

considered. 

Figure 2: Parallel web-services composition

 

Figure 1: Sequential web-services composition 

On the other hand, if a part of the functional requirements of the requested service is met 

by employing one service and another part of its requirements is met by employing one or 

several other services, the composition is parallel (Figure 2). 

 

Figure 2: Parallel web-services composition 

The plan of a composed web-service can be described at several sequential and parallel 

levels (Figure 3). 

 

Figure 3: A sequential layer and a parallel layer of web-Services composition 

Most automatic web-services composition methods have addressed the sequential 

composition of web-services [5]–[7], but there have also been efforts for the parallel web-

services composition  [8], [9]. In the proposed solution in this article, the possibility of 

automatic parallel and sequential composition of services has simultaneously been 

considered. 

Figure 3: A sequential layer and a parallel layer of web-Services composition

the proposed solution in this article, the possibility of automatic parallel and sequential composition
of services has simultaneously been considered.

2.7. Categorization of Web-Services Composition Methods

Table 1 presents a categorization of service composition methods and their characteristics.

3. Proposed Solution

In this section, a solution is proposed for automatic QoS-aware web-services composition by modeling
as a minimum set cover problem and using the approximation algorithm. In the first step, the set
cover problem and the approximation algorithm for solving it as the main tool in the proposed
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Table 1: Web-Services composition methods at a glance
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method has been reviewed. In the next step a proper representation of the problem and the solution
production process have been provided. Finally, a small example of how to implement the proposed
solution has been provided.

3.1. Set Cover Problem

The set cover problem is a classic problem in the computer sciences and complexity theory, and is
among the 21 famous Karp problems, whose NP-Completeness has been proven in 1972 [84]. Consider
the universal set U and the set S including m of the other sets, in a way that the union of m sets
inside S is equal to U. That is, the set S covers the set U. The set cover problem is to identify set
C as the smallest subset of S whose inside sets union is equal to U. That is, set C also covers set U.
For example, if U and S considered as U = {1, 2, 3, 4, 5} and S = {{1, 2, 3} , {2, 4} , {3, 4} , {4, 5}},
by solving the set cover problem the result will be C = {{1, 2, 3} , {4, 5}}. If the selection of each set
within S has a number as a cost, the problem will be of the weighted set cover type.
There are good approximation algorithms such as Johnson’s Greedy Algorithm [85] with logarithmic
approximation coefficient and polynomial time order for the set cover problem. Heuristic methods
such as Genetic Algorithm in [86] and Ant Colony Algorithm in [87] are also used to improve the
approximation. According to the surveyed background, in web-service composition, the set cover
problem has not been used and has only been used in some researches such as [88] and [89] to prove
that the composition problem is NP-Complete.
Johnson’s Greedy Algorithm [85] to solve the set cover problem selects a set of S at each step that
contains the highest utility or in other words the least cost per not selected member. For this purpose,
for each set, it calculates the result of cost divided by the number of members and selects the set
with the least dividing result. The selected set is added to C and its members will be eliminated
from U and unselected sets. The algorithm is complete when U is empty. It has been proved in [85]
that the approximation coefficient of this algorithm is H(n) in which n is the number of members of
the reference set U. This means that Johnson’s algorithm selects those sets for U cover whose sum
of costs may be at most H(n) times greater than the minimum cover cost. It should be mentioned
that H(n) is the nth harmonic number and is obtained from the following equation.

H(n) =
n∑

k=1

1

k
≤ lnn + 1 (3.1)

3.2. Representing the Problem of Services Composition

The suggested method proposes the composition of web services into two main phases:

1. Top-down expansion of the composition tree

2. Bottom-up traversal of composition tree to production of composed service plan

The general process of the proposed method is shown in the following activity diagram.

3.3. Top-Down Expansion of Composition Tree

Employing each service is considered to convert a pre-execution status (including inputs and precondi-
tions) to a post-execution status (including outputs and post-conditions). In the issue of web-services
composition, the output of each service can provide the input of one or several other services. In this
way, the space of the web-services composition problem can be used as a tree model and by problem-
solving with a search. In this way, each node or the status of a tree is a set of inputs, outputs,
and conditions in which services as tree edges provide the possibility of transition from one node to
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another node. The described tree is called the composition tree. In this research, a composition tree
is produced from the output or the post-conditions of the requested service toward the input or its
preconditions:
State Space: The state space includes pre-execution and post-execution status of all available
services
Tree Root (initial state): The requested service outputs are the content of the root node.
Successor Function: The Successor function takes a node as input and finds all web services that
are available at the same time and their output contains a part of the node content that is expanding.
The successor function restores the input set of each one of the services it finds as produced nodes
(children of current node).
Goal Test (End-Node Production Test in Each Branch): The production of trees in each
branch continues up to where we reach a node that its content is subset of input or preconditions
of the requested service, or the depth or weight limitation of the path is violated. The depth or
weight limitation of the path can be determined depending on the composition time limitation or
the services cost limitation by a request.
Composed Service Cost: Composed service cost, is a composite factor of QoS that can be calcu-
lated for each valid sub-tree of the composition tree. Mapping QoS attributes in cost is performed
by a cost function. The cost function receives the QoS index vector of an employed service and the
QoS importance coefficients vector from the request as input, and maps it as a cost by computing
similarity of two input vectors. Cost function applies to all employed services of composed service
plan and sum of results regards as composed service cost.
The process of top-down expansion of composition tree is shown in the following activity diagram.

3.4. Bottom-Up Production of Composed Service Plan

Reaching from the valid leaves of the composition tree to the root is equal to reaching the outputs of
the requested service, and the path to reach the root specifies the composition plan (services involved
in the composition). Leaves of a tree whose content is a subset of the requested service input are
available. To reach every non-leaf node of a tree, a set-cover problem should be produced and solved.
Components of the set-cover problem are defined as follows:
U-set: It will contain the content of the current node.
S-set: For each child of the current node, a set will be placed in S that the members of this set will
be the intersection of set U with the current edge service output.
Modeling the Weight of Sets: The weight of each set will be equal to the total cost of reaching
the child node, and the cost of corresponding service to transition from the child to the current node.
It is remembered that the cost of each service is calculated by calculating the similarity of the QoS
index vector of this service and the QoS importance coefficients vector from the request.
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an employed service and the QoS importance coefficients vector from the request as input, 

and maps it as a cost by computing similarity of two input vectors. Cost function applies 

to all employed services of composed service plan and sum of results regards as composed 

service cost. 

The process of top-down expansion of composition tree is shown in the following activity 

diagram. 

 

Figure 5: Process of top-down expansion of composition tree 

2.4 Bottom-Up Production of Composed Service Plan 

Reaching from the valid leaves of the composition tree to the root is equal to reaching the 

outputs of the requested service, and the path to reach the root specifies the composition 

plan (services involved in the composition). Leaves of a tree whose content is a subset of 

the requested service input are available. To reach every non-leaf node of a tree, a set-

cover problem should be produced and solved. Components of the set-cover problem are 

defined as follows: 

U-set: It will contain the content of the current node. 

S-set: For each child of the current node, a set will be placed in S that the members of this 

set will be the intersection of set U with the current edge service output. 

Modeling the Weight of Sets: The weight of each set will be equal to the total cost of 

reaching the child node, and the cost of corresponding service to transition from the child 

to the current node. It is remembered that the cost of each service is calculated by 

calculating the similarity of the QoS index vector of this service and the QoS importance 

coefficients vector from the request. 

Thus, by solving the above set-cover problem, the cost and plan of reaching the current 

node are calculated. If the production and problem solving of the set-cover continue 

Figure 5: Process of top-down expansion of composition tree

Thus, by solving the above set-cover problem, the cost and plan of reaching the current node are
calculated. If the production and problem solving of the set-cover continue hierarchically to reach
the root node, the plan and cost of the requested composed service will be produced. In the present
research, the Johnson approximation algorithm [85] is used to solve the set-cover problems.
Two points about the proposed method should be mentioned: First, the composition tree produced
in the proposed method can also be applied in composed service recovery (partial re-planning and
service substitution). Second, there is no need to aggregate the information of available services
before the composition operations, and the composition operations can be performed dynamically.
The process of bottom-up production of composed service plan is shown in the following activity
diagram.

3.5. Solving a Sample of Web-Services Composition Problem

To clarify the method, a very simple and demonstrable sample of the problem is described and solved
below. In Figure 7, the problem space including available services and the request of composition
service is described.
The result of the first phase of the method, namely top-down expansion of composition Tree is
presented in Figure 8.
The execution of the second phase of the method, namely bottom-up traversal of composition tree
for the production of composed service plan is presented in Figure 9. The process of hierarchically
producing and executing the set cover problem and the calculated value as the cost of reaching each
node (red-colored numbers) are specified in the figure.
In Figure 10 the final plan of the requested composed service is illustrated after eliminating unused
branches.
In Figure 11, the BPMN diagram of composed service produced for the sample problem is drawn.

4. Implementation and Test

The proposed method of this article is implemented in the Service-Oriented Enterprise Architecture
Laboratory (SOEA LAB) of the Ferdowsi University of Mashhad [90], and the QoS-WSC data set [91]
has been used to test it. This data set has 18 service repositories for testing QoS-aware web-services
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composition. Its smallest data repository contains 2,156 and its largest data repository contains
8,356 WSDL files to describe the space of available services. Each WSDL file contains the functional
description of the service (in the form of two request and response messages), a QoS index vector (in
the form of QoS tag), as well as the description of the service interface (in the form of a port message).
This test data set contains 198 service composition problems in the form of 18 query files. For each
query file, one solution file contains all possible solutions and one best solution file contains the best
solution in terms of QoS for the issues raised in the related query file. The information of services
and solutions is maintained by the BPEL (Business Process Execution Language) standard. The
results obtained from the experiment in all composition queries correspond to the results declared
in the data set. Examples of the WSDL file, the request query, and the corresponding composition
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tree, solution (composed service plan), and BPMN diagram produced by the proposed method are
presented in Appendix.

5. Evaluation of the Proposed Solution

Evaluation of the proposed method for the three criteria of completeness, performance and approxi-
mation factor, and from the two perspectives of theory evaluation and experiment-based evaluation
are presented in the following.
Completeness: Completeness of the method means that if there is a valid solution, the method
guarantees to find it. In the proposed method, since the composition tree is fully produced, if there
is a solution, it will be found. If the production of the composition tree is limited to a specified depth
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The process of hierarchically producing and executing the set cover problem and the 
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Figure 9: Hierarchical Production and solving of Set-Cover Problems in Sample Problem 

In Figure 10 the final plan of the requested composed service is illustrated after 

eliminating unused branches. 

 

Figure 10: Composition Service Plan of Sample Problem 
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3 Implementation and Test 

The proposed method of this article is implemented in the Service-Oriented Enterprise 

Architecture Laboratory (SOEA LAB) of the Ferdowsi University of Mashhad [84], and 

the QoS-WSC data set [85] has been used to test it. This data set has 18 service 

repositories for testing QoS-aware web-services composition. Its smallest data repository 

contains 2,156 and its largest data repository contains 8,356 WSDL files to describe the 

space of available services. Each WSDL file contains the functional description of the 

service (in the form of two request and response messages), a QoS index vector (in the 

form of QoS tag), as well as the description of the service interface (in the form of a port 

message). This test data set contains 198 service composition problems in the form of 18 

query files. For each query file, one solution file contains all possible solutions and one 

best solution file contains the best solution in terms of QoS for the issues raised in the 

related query file. The information of services and solutions is maintained by the BPEL 

(Business Process Execution Language) standard. The results obtained from the 

experiment in all composition queries correspond to the results declared in the data set. 

Examples of the WSDL file, the request query, and the corresponding composition tree, 

Figure 11: BPMN Diagram of the Produced Composition Service

(or cost), if there is a solution down to that depth (or cost), the proposed method guarantees to find
it. In the experiments performed on the QoS-WSC data set, a valid solution has also been found for
every composition query.
Performance: The time complexity of the first phase of the proposed method (top-down expansion
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of composition tree) is proportional to the number of nodes produced in the composition tree. If
the maximum branching factor of tree is b and the maximum depth of the composition tree is d and
the number of available services is S, the execution time of the proposed method will be limited to
O(Sbd). In the second phase of the proposed method (bottom-up production of composed service),
for each non-leaf node of the composition tree, a set-cover problem has been produced and solved.
Since the Johnson algorithm (with polynomial time order) is used to solve each set-cover problem,
the time order of the second phase will not be more than the time order of the first phase, so the time
order of the presented method will be the same as O(Sbd). Also in the experiments performed on the
QoS-WSC data set, the number of available services and the maximum depth of the valid responses
for each query are specified. The maximum branching factor is also the same for all queries. The
execution time of the proposed method for each query has also been measured.
The data extracted from the tests show that three independent variables have effect on the proposed
method execution time.

1. Number of available services

2. Number of functional requirements

3. Depth of composition tree

Figures 12, 13 and 14 show the effect of these variables on the composition time. The consistency of
the results of the evaluation based on the experiment and theoretical evaluation can be observed in
these diagrams.

 

Figure 12: Effect of number of available services on composition time 

 

Figure 13: Effect of depth of composition tree on composition time 

Figure 12: Effect of number of available services on composition time

Figure 2 shows the effect of the number of available services and average of inputs/outputs on the
loading time of the available services.
Approximation Factor: The approximation factor is the proximity criterion of the cost of the
composed service produced by proposed method to the cost of the optimal composition. In the
proposed method the only approximate component is Johnson’s algorithm for solving the set cover
problems, so the approximation factor of proposed method is proportional to Johnson’s algorithm.
In the experiments performed on the QoS-WSC data set, for every composition query, the cost of
composed service produced by proposed method is near enough to the cost of the optimal composition
(i.e. no more than the multiplication of best solution cost by the approximation factor).
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6. Conclusion

In this paper, a new method for automatic web-services composition is proposed. In this regard, the
problem has been formulated as a several set-cover problems and an approximation algorithm has
been applied to solve them. In proposed method, the web-service composition has been performed in
two main phases, the top-down expansion of the composition tree, and the production of composed
service plan by bottom-up traversal of composition tree. The main focus of this research has been
the joint sequential and parallel composition with the aim of producing near-optimal and QoS-aware
composed services.
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